Whys, Whats and Hows

of

Unit Testing







1960’s

NASA - Project Mercury

Objectives
* Getahuman into outer space.

* Learn if humans could function in space.

* Could we get human and spacecraft back safely?

NASA Reduces Risk - Test Early - Test Often

Unit Testing Was Born




'RAMSEY

Typically
e Part of the SDLC

* Testing smallest parts of an application
(Methods, Functions)

* Assertion (Validation) of proper operation
(including exception handling)






Traditional Testing Approach

Manual Testing Here
Ad Hoc / Test Everything

Typlca”y an Aﬂerthought Integration Testing
Unidentified Ownership

L. ) Unit
Minimal/Non-Existent
Testing is QA’s Job






Revisiting the Idea of Testing
/KA Learn more about METS

METSTesting.com
METS Physical Test Grid 2%

Medium Low

Manual + Automated
METS / Critical / High / Medium / Low

Learnmg Here Integration Testing
Environment Validation / Automated / Tools

Strategic Testing Earlier

Built by Development

Unit Testing

Links

mmmmm




3 Simple Tests




Foundational Testing Concepts

Positive Test
A test that verifies expected, valid results with no exceptions.
coO-1 0 1 2 3 4 5 6 7 8 9 10 11 O

Positive




Foundational Testing Concepts

Negative Test
A test that verifies expected, invalid results and exceptions.
coO-10 1 2 3 4 5 6 7 8 9 10 11 ©CO

Negative Positive Negative



Foundational Testing Concepts

Boundary Test
A test that verifies expected, valid and invalid results at transition points.

Boundary Boundary

cO-10 1 2 3 4 5 6 7 8 9 10 1100

Negative Positive Negative



Foundational Testing Concepts

Positive Test
A test that verifies expected, valid results with no exceptions.
coO-1 0 1 2 3 4 5 6 7 8 9 10 11 O

Positive

Negative Test
A test that verifies expected, invalid results and exceptions.
coO-10 1 2 3 4 5 6 7 8 9 10 11 ©CO

Negative Positive Negative

Boundary Test
A test that verifies expected, valid and invalid results at transition points.

Boundary Boundary

cO-10 1 2 3 4 5 6 7 8 9 10 1100

Negative Positive Negative



Unit Test

Code Examples




Sample Method

Add()

# Class providing simple addition functionality
class Adder

# Method adding two numbers and returning result.

# Throw exception for numbers < @ and > 10

def add(first_num, second_num)
result = first_num + second_num
raise UnderLimitResultException if result < @
raise OverLimitResultException if result > 10
result

end

end

add() method with two inputs,
first_num and second_num

add() sums inputs and stores value in result.
result must be between 0 and 10.

add() method throws exception if result
falls outside O - 10 range.



Unit Test Example
%f{ositive Test
A test that verifies expected, valid results with no exceptions.

co-10 1 2 3 4 5 6 7 8 9 10 11 CO

Positive

Test Data

D : 3 4 7

# A Positive test of Add method.

it 'Test Positive Returns Expected Sum' do
expect(Adder.new.add(3,4)).to eq(7)
end




TRAMSEY

Unlt Test Example

’ Negative Test
A test that verifies expected, invalid results and exceptions.

coO-10 1 2 3 4 5 6 7 8 9 1o 1100

Negative Positive Negative
Test Data

UnderLimitResultException

# A Negative exception test of Add method.
it 'Test Negative Result Under @ Throws UnderLimitResultException' do

expect { Adder.new.add(4,-8) }.to raise_error(UnderLimitResultException)
end




[TRAMSEY

. Unit Test Example

A test that verifies expected, invalid results and exceptions.

coO-10 1 2 3 4 5 6 7 8 9 1o 1100

Negative Positive Negative
Test Data
. 2 4 8 OverlLimitResultException

# A Negative exception test of Add method.
it 'Test Negative Result Over 10 Throws OverLimitResultException' do

expect { Adder.new.add(4,8) }.to raise_error(OverLimitResultException)
end
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Unit Test Example

Boundary Test
A test that verifies expected, valid and invalid results at transition points.
Boundary Boundary
coO-1 0 1 2 3 4 5 6 7 8 9 10 11 ©CO
Negative Positive Negative

Test Data

. 1 0 UnderLimitResultException

# Boundary test of Add method.

it 'Test Negative Result Under @ Throws UnderLimitResultException' do
expect { Adder.new.add(@,-1) }.to raise_error(UnderLimitResultException)

end
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Unit Test Example

~ Boundary Test
A test that verifies expected, valid and invalid results at transition points.
Boundary Boundary
coO-1 0 1 2 3 4 5 6 7 8 9 1lo 11 ©CO
Negative Positive Negative
Test Data
D 0 0 0

# Boundary test of Add method.

it 'Test Positive Normal Addition' do
expect(Adder.new.add(0,0)).to eq(0)

end
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Unit Test Example

~ Boundary Test
A test that verifies expected, valid and invalid results at transition points.
Boundary Boundary
coO-1 0 1 2 3 4 5 6 7 8 9 1lo 11 ©CO
Negative Positive Negative
Test Data
P : 9 1 10

# Boundary test of Add method.

it 'Test Positive Normal Addition' do
expect (Adder.new.add(9,1)).to eq(10)

end




Unit Test Example

~ Boundary Test
A test that verifies expected, valid and invalid results at transition points.
Boundary Boundary
coO-1 0 1 2 3 4 5 6 7 8 9 1lo 11 ©CO
Negative Positive Negative
Test Data

4 9 2 OverLimitResultException

# Boundary test of Add method.

it 'Test Negative Result Over 10 Throws OverLimitResultException' do
expect { Adder.new.add(9,2) }.to raise_error(OverLimitResultException)

end




Unit Testing

Advanced Concepts




Triangulation

%{riangulaﬁon Test
A test that verifies return result is not hard coded.

Test Data

1 3 4 7
2 3 5 8

# A Triangulation test of Add method.

it 'Test Positive Returns Expected Sum' do
expect(Adder.new.add(first_num,second_num)).to eq(expected_result)

end




SOLUT ONS

FIRAMSEY

I\/Ieasurmg I\/Iaturlty

Typical steps of software maturity

Level 1 Level 2 Level 3
Initial Repeatable Defined

* Based upon the Capability Maturity Model




TRAMSEY

S O L U T O N S

Unit Test - Maturity Model
Unit Test Level

Details
Unaware of unit testing concepts or missing fundamental skills to develop unit test.

Level 0 - Unaware
fal ™ A belief that not enough time is available for unit testing or that it would not bring benefit to the specific work at hand.
g Z |Level 1-Ignored
X Experimentation of basic unit test concepts, typically positive scenarios. Missing strategy as to coverage areas. Typically used
Level 2 - Experimental by creator of test and not others within the organization. Likely not maintained for reusage.
Intentional effort to build some unit test in places throughout the develop lifecycle. May not represent test scenarios
Level 3 - Intentional outside positive (happy path) testing.

Intentional effort to build positive and negative unit test throughout the development lifecycle. Understanding of testing
Level 4 - Positive/Negative Test principals beyond positive (Happy Path) testing techniques.

Specific test with different input and expected results than the positive test to ensure no hard coded return results.

Level 2
Repeatable

Level 5 - Positive/Triangulation Test

Intentional effort to build effective unit test leveraging appropriate testing principals such as Positive, Negative and
Level 6 - Positive/Negative/Boundary Test | g, dary testing. Effective communication channels in place between development and QA.

Mocks and Stubs in place to replicate dependent functionality.

Level 7 - Mocks and Stubs

Level 3
Defined




Final Thoughts
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Need a better Manual and Automated

Test Strategy? Learn more about Greg’s

Minimal Essential Testing Strategy.
METSTesting.com

GREG PASK
TEST AUTOMATION

in the
REAL WORLD

Interested in Test Automation? Greg

shares from 30 years of experience in

“Test Automation in the Real World”.
RealWorldTestAutomation.com




